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# Введение

АВЛ-дерево — это сбалансированное бинарное дерево поиска, в котором для каждой вершины разность высот левого и правого поддеревьев не превышает 1. Благодаря этому обеспечивается логарифмическая сложность операций поиска, вставки и удаления.

Этот тип данных был впервые введен в 1962 году Г. М. Адельсоном- Вельским и Е. М. Ландисом [1], первые буквы фамилий которых стали названием их изобретения.

У АВЛ Дерева разница высот правого и левого поддерева любого узла лежит в диапазоне {−1, 0, 1}. Ввиду этого высоту дерева с 𝑛 элементами можно представить как:

ℎ = 𝑂(log 𝑛).

Для сохранения сбалансированности дерева после каждой операции добавления или удаления вершины нужно производить балансировку. Есть четыре типа балансировки: малое левое вращение, малое правое вращение, большое левое вращение и большое правое вращение. Подробнее они описаны в основной части работы. Балансировка требует 𝑂(1).

Так как в процессе добавления, удаления или поиска вершины мы рассматриваем не более, чем 𝑂(ℎ). вершин дерева, и для каждой запускаем балансировку не более одного раза, то суммарное количество операций при включении новой вершины в дерево составляет 𝑂(log 𝑛) операций. Зависимость времени операций от количества вершин представлена на рисунке 1.
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Рисунок 1 – Зависимость времени от числа элементов

АВЛ Деревья широко применяются для хранения, поиска и сортировки данных ввиду эффективности организации.

# Основная часть

## Организация дерева

Для узлов дерева создадим отдельный класс *NodeTree*. Главные элементы этого класса:

* *data* – данные, хранимые в узле
* *key* – ключ, по которому осуществляется сортировка
* *left\_child* – указатель на левого ребенка
* *right\_child* – указатель на правого ребенка
* *height* – высота наибольшего из поддеревьев
* *bf* – коэффициент сбалансированности (разность высот левого и правого поддеревьев)

Само АВЛ Дерево реализовано классом *Tree*. Дерево определяется корнем *root* – указателем на узел, являющийся корнем.

## Основные операции

## Малое левое вращение

Этот метод балансировки применяется в случае, если коэффициент сбалансированности узла меньше -1, а коэффициент сбалансированности его правого ребенка неположительный. Схема вращения представлена на рисунке 2.

![undefined](data:image/gif;base64,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)

Рисунок 2

Малое левое вращение реализовано в методе класса *Tree l\_rotate*.

## Малое правое вращение

Этот метод балансировки применяется в случае, если коэффициент сбалансированности узла больше 1, а коэффициент сбалансированности его правого ребенка неотрицательный. Схема вращения представлена на рисунке 3.

![undefined](data:image/gif;base64,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)

Рисунок 3

Малое правое вращение реализовано в методе класса *Tree r\_rotate*.

## Большое левое вращение

Этот метод балансировки применяется в случае, если коэффициент сбалансированности узла меньше -1, а коэффициент сбалансированности его правого ребенка положительный. Схема вращения представлена на рисунке 4.
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Рисунок 4

Большое левое вращение реализовано в методе класса *Tree rl\_rotate*.

## Большое правое вращение

Этот метод балансировки применяется в случае, если коэффициент сбалансированности узла меньше -1, а коэффициент сбалансированности его правого ребенка неположительный. Схема вращения представлена на рисунке 5.
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Рисунок 5

Большое правое вращение реализовано в методе класса *Tree lr\_rotate*.

## Балансировка

После каждого добавления или удаления узла стек со всеми узлами, которые находятся выше добавленного или удаленного, передается в функцию, которая обновляет значения *height* и *bf* и определяет, необходима ли балансировка и, если необходима, то какого типа.

Балансировка реализована в методе класса *Tree balance*.

## Добавление узла

Новые элементы вставляются на место листа (отсутствующего ребенка). Для добавления нового узла мы сравниваем новый ключ с ключом текущего узла (начиная с корня) пока текущий узел не станет *nullptr*: если новый ключ больше текущего, текущим узлом становится правый ребенок, если меньше – левый, если новый ключ совпадает с текущим – выводим ошибку: “ Node with this key already exists”. Каждый текущий узел последовательно вносится в стек, который после добавления узла будет передан для балансировки.

Добавление узла реализовано в методе класса *Tree add*.

## Удаление узла

Для удаления узла мы сравниваем удаляемый ключ с ключом текущего узла (начиная с корня) пока текущий узел не станет *nullptr*: если новый ключ больше текущего, текущим узлом становится правый ребенок, если меньше – левый, если новый ключ совпадает с текущим – начинаем процесс удаления и прерываем цикл. Если цикл завершился натуральным образом, выводим ошибку: “Node does not exist”. Каждый текущий узел последовательно вносится в стек, который после удаления узла будет передан для балансировки.

Процесс удаления делится на при типа:

* + У удаляемого узла нет детей: заменяем удаляемый узел на *nullptr*.
  + У удаляемого узла 1 ребенок: заменяем удаляемый узел на ребенка.
  + У удаляемого узла 2 ребенка: заменяем удаляемый узел на крайнего правого потомка левого ребенка удаляемого узла.

Добавление узла реализовано в методе класса *Tree del\_by\_key*.

Также реализован метод *del\_by\_data*. Он вызываем последовательно функции поиска и удаления по ключу.

## Поиск

С помощью очереди совершаем обход дерева в ширину, сравнивая искомое значение с текущими значениями узлов. Если находим совпадение, возвращаем ключ узла, если не находим – выводим ошибку: “ Node does not exist”.

Поиск узла реализован в методе класса *Tree get\_key*. Исследование

Протестируем полученное дерево. При помощи программы, представленной ниже, оценим время, затраченное на добавление и удаление узлов при разном количестве узлов. Результаты измерений

представлены на рисунках 7 – для добавления новых узлов, 8 – для удаления.

int main() {

    clock\_t big\_start = clock();

    const int iter = 10000;

    Tree A;

    int values[iter];

    for (int i = 0; i < iter; ++i) {

        int rand = std::rand();

        values[i] = rand;

        clock\_t start = clock();

        try {

            A.add(rand);

        }

        catch (const Tree\_Exception& e) {

            std::cerr << e.what() << std::endl;

        }

        clock\_t end = clock();

        double seconds = (double)(end - start);

        std::cout << seconds << std::endl;

    }

    std::cout << "\nDelete:\n\n";

    for (int i = 0; i < iter; ++i) {

        int rand = std::rand() % iter;

        int value = values[rand];

        clock\_t start = clock();

        try {

            A.del\_by\_key(value);

        }

        catch (const Tree\_Exception& e) {

            std::cerr << e.what() << std::endl;

        }

        clock\_t end = clock();

        double seconds = (double)(end - start);

        std::cout << seconds << std::endl;

    }

    clock\_t big\_end = clock();

    double seconds = (double)(big\_end - big\_start) / CLOCKS\_PER\_SEC;

    std::cout << seconds << std::endl;

    return 0;

}

ВРемя, мс
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# Заключение

После реализации алгоритма АВЛ-дерева и анализа его характеристик можно заключить следующее:

Применение АВЛ-деревьев вместо обычных бинарных деревьев поиска ускоряет операции поиска, добавления и удаления элементов при равном их количестве. Однако это усложняет алгоритм работы с деревом, поскольку после каждой вставки или удаления требуется проверять балансировку и при необходимости выполнять ротацию узлов.

АВЛ-деревья целесообразно применять при обработке значительных объемов данных, где важна эффективность операций.
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# Приложение

Код программы:

#include <iostream>

#include <queue>

#include <stack>

#include <ctime>

class Tree\_Exception : public std::exception

{

public:

    Tree\_Exception(const char\* const& msg) : exception(msg)

    {}

};

Tree\_Exception ALREADY\_EXISTS("Node with this key already exists");

Tree\_Exception DOES\_NOT\_EXISTS("Node does not exist");

typedef double T;

T GEN = 0;

class NodeTree {

protected:

    T data;

    int key;

    NodeTree\* left\_child;

    NodeTree\* right\_child;

    int height;

    int bf; // balance factor = diiference between hights of left and right subtrees

public:

    NodeTree(int key, NodeTree\* left\_child = nullptr, NodeTree\* right\_child = nullptr, int height = 0, int bf = 0);

    NodeTree(const NodeTree& node);

    ~NodeTree();

    void update(); // updates balance factor and height

    friend class Tree;

};

typedef std::stack<NodeTree\*\*> node\_stack;

class Tree {

protected:

    NodeTree\* root = nullptr;

public:

    Tree() = default;

    ~Tree();

    void add(int new\_key);

    void del\_by\_data(T del\_data);

    void del\_by\_key(int del\_key);

    T get\_data(int key);

    int get\_key(T data);

    void balance(node\_stack stack);

    void l\_rotate(NodeTree\*\* node);

    void r\_rotate(NodeTree\*\* node);

    void lr\_rotate(NodeTree\*\* node);

    void rl\_rotate(NodeTree\*\* node);

};

NodeTree::NodeTree(int key, NodeTree\* left\_child, NodeTree\* right\_child, int height, int bf) {

    this->data = GEN;

    this->key = key;

    this->left\_child = left\_child;

    this->right\_child = right\_child;

    this->bf = bf;

    this->height = height;

    ++GEN;

}

NodeTree::NodeTree(const NodeTree& node) {

    data = node.data;

    key = node.key;

    bf = node.bf;

    height = node.height;

    left\_child = node.left\_child;

    right\_child = node.right\_child;

}

NodeTree::~NodeTree() {

    data = NULL;

    left\_child = nullptr;

    right\_child = nullptr;

}

void NodeTree::update() {

    int lheight = 1 + (left\_child == nullptr ? -1 : left\_child->height);

    int rheight = 1 + (right\_child == nullptr ? -1 : right\_child->height);

    bf = lheight - rheight;

    height = lheight > rheight ? lheight : rheight;

}

Tree::~Tree() {

    root = nullptr;

}

void Tree::add(int new\_key) {

    NodeTree\* new\_node = new NodeTree(new\_key);

    NodeTree\*\* temp = &root;

    node\_stack stack;

    while (\*temp != nullptr) {

        if ((\*temp)->key == new\_key) throw ALREADY\_EXISTS;

        stack.push(temp);

        ((\*temp)->key > new\_key) ? temp = &((\*temp)->left\_child) : temp = &((\*temp)->right\_child);

    }

    \*temp = new\_node;

    balance(stack);

}

T Tree::get\_data(int key) {

    if (root == nullptr) throw DOES\_NOT\_EXISTS;

    NodeTree\*\* temp = &root;

    while (temp != nullptr) {

        if ((\*temp)->key == key) {

            return (\*temp)->data;

        }

        if ((\*temp)->key > key) {

            temp = &((\*temp)->left\_child);

        }

        else {

            temp = &((\*temp)->right\_child);

        }

    }

    throw DOES\_NOT\_EXISTS;

}

int Tree::get\_key(T data) {

    if (root == nullptr) throw DOES\_NOT\_EXISTS;

    T result = NULL;

    NodeTree\* temp = root;

    std::queue<NodeTree\*> queue;

    queue.push(temp);

    while (!queue.empty()) {

        temp = queue.front();

        queue.pop();

        if (temp->data == data) {

            return temp->key;

        }

        if (temp->left\_child != nullptr) queue.push(temp->left\_child);

        if (temp->right\_child != nullptr) queue.push(temp->right\_child);

    }

    throw DOES\_NOT\_EXISTS;

}

void Tree::del\_by\_key(int del\_key) {

    NodeTree\*\* temp = &root;

    node\_stack stack;

    while (\*temp != nullptr) {

        if ((\*temp)->key == del\_key) {

            if ((\*temp)->left\_child == nullptr && (\*temp)->right\_child == nullptr) {

                \*temp = nullptr;

                balance(stack);

                return;

            }

            // 1 child

            if ((\*temp)->left\_child != nullptr && (\*temp)->right\_child == nullptr) {

                \*temp = (\*temp)->left\_child;

                balance(stack);

                return;

            }

            if ((\*temp)->right\_child != nullptr && (\*temp)->left\_child == nullptr) {

                \*temp = (\*temp)->right\_child;

                balance(stack);

                return;

            }

            // 2 children

            NodeTree\* change = (\*temp)->left\_child;

            while (change->right\_child != nullptr) {

                change = change->right\_child;

            }

            int change\_key = change->key;

            T change\_data = change->data;

            del\_by\_key(change\_key);

            (\*temp)->key = change\_key;

            (\*temp)->data = change\_data;

            return;

        }

        stack.push(temp);

        if ((\*temp)->key > del\_key) {

            temp = &((\*temp)->left\_child);

        }

        else {

            temp = &((\*temp)->right\_child);

        }

    }

    throw DOES\_NOT\_EXISTS;

}

void Tree::del\_by\_data(T del\_data) {

    del\_by\_key(get\_key(del\_data));

}

void Tree::balance(node\_stack stack) {

    NodeTree\*\* temp;

    while (!stack.empty()) {

        temp = stack.top();

        //std::cout << (\*temp)->key << " " << (\*temp)->height << " " << (\*temp)->bf << std::endl;

        (\*temp)->update();

        //std::cout << (\*temp)->key << " " << (\*temp)->height << " " << (\*temp)->bf << std::endl;

        if ((\*temp)->bf < -1) {

            (\*temp)->right\_child->bf <= 0 ? l\_rotate(temp) : rl\_rotate(temp);

            stack.~stack();

            return;

        }

        else if ((\*temp)->bf > 1) {

            (\*temp)->left\_child->bf >= 0 ? r\_rotate(temp) : lr\_rotate(temp);

            stack.~stack();

            return;

        }

        stack.pop();

    }

}

void Tree::l\_rotate(NodeTree\*\* node) {

    NodeTree\* child = (\*node)->right\_child;

    (\*node)->right\_child = child->left\_child;

    child->left\_child = \*node;

    \*node = child;

    (\*node)->left\_child->update();

    (\*node)->update();

}

void Tree::r\_rotate(NodeTree\*\* node) {

    NodeTree\* child = (\*node)->left\_child;

    (\*node)->left\_child = child->right\_child;

    child->right\_child = \*node;

    \*node = child;

    (\*node)->right\_child->update();

    (\*node)->update();

}

void Tree::lr\_rotate(NodeTree\*\* node) {

    l\_rotate(&((\*node)->left\_child));

    r\_rotate(node);

}

void Tree::rl\_rotate(NodeTree\*\* node){

    r\_rotate(&((\*node)->right\_child));

    l\_rotate(node);

}

int main() {

    clock\_t big\_start = clock();

    const int iter = 10000;

    Tree A;

    int values[iter];

    for (int i = 0; i < iter; ++i) {

        int rand = std::rand();

        values[i] = rand;

        clock\_t start = clock();

        try {

            A.add(rand);

        }

        catch (const Tree\_Exception& e) {

            std::cerr << e.what() << std::endl;

        }

        clock\_t end = clock();

        double seconds = (double)(end - start);

        std::cout << seconds << std::endl;

    }

    std::cout << "\nDelete:\n\n";

    for (int i = 0; i < iter; ++i) {

        int rand = std::rand() % iter;

        int value = values[rand];

        clock\_t start = clock();

        try {

            A.del\_by\_key(value);

        }

        catch (const Tree\_Exception& e) {

            std::cerr << e.what() << std::endl;

        }

        clock\_t end = clock();

        double seconds = (double)(end - start);

        std::cout << seconds << std::endl;

    }

    clock\_t big\_end = clock();

    double seconds = (double)(big\_end - big\_start) / CLOCKS\_PER\_SEC;

    std::cout << seconds << std::endl;

    return 0;

}